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## ["Hello World!"](https://www.rabbitmq.com/tutorials/tutorial-one-python.html)

## https://www.rabbitmq.com/img/tutorials/python-one.png무언가를 하는 가장 간단한 것

## Introduction

RabbitMQ는 메시지 브로커입니다. 메시지를 수락하고 전달합니다. 우체국이라고 생각할 수 있습니다. 게시하려는 메일을 우체통에 넣으면 Mailperson 씨 또는 Ms. Mailperson이 결국받는 사람에게 메일을 배달 할 것임을 확신 할 수 있습니다. 이 비유에서 RabbitMQ는 우체통, 우체국 및 우체부입니다.

**전제 조건**

이 가이드에서는 RabbitMQ가 [표준 포트](https://www.rabbitmq.com/networking.html#ports) (5672)의 localhost에 [설치](https://www.rabbitmq.com/download.html)되어 실행되고 있다고 가정합니다. 다른 호스트, 포트 또는 자격 증명을 사용하는 경우 연결 설정을 조정해야 합니다.

**도움을 받을 수 있는 곳**

이 튜토리얼을 진행하는 데 문제가 있는 경우 [메일링 리스트](https://groups.google.com/forum/#!forum/rabbitmq-users) 또는 [RabbitMQ 커뮤니티 Slack](https://rabbitmq-slack.herokuapp.com/)을 통해 문의 할 수 있습니다.

RabbitMQ와 우체국의 주요 차이점은 종이를 처리하지 않고 대신 데이터의 이진 blob (메시지)을 수락, 저장 및 전달한다는 것입니다.

RabbitMQ 및 일반적으로 메시징은 일부 전문 용어를 사용합니다

* ![https://www.rabbitmq.com/img/tutorials/producer.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAAzCAYAAADFAxXIAAAFZklEQVR42u2bbWhVdRzHP/fcc+7Z/57dbYXNytSmiEtdxVJnkQqCTcmnFwazMEowsQgEYZgPL3wkNVGb75SBklOLKdM0wwKb+ZQbiqam+JCJE1kzp9u959x7d3+92B3oRHc3t7u7u33h++K8+/Ph//B7OtCjHvUoifQikAtMBj4AZgNzgM+AD4HpwLtAFmAmKwQFjAEKSU39gfT0q7jdYUAwzSD9+j1g8OBahgypY+jQeoYOrSc7+z6DBt0nI8OPyyWAYFn/kpHxG5r2dRTmy10VyEvAXCzrBJoWQqkg48bZLFgglJQIZ88KtbWCSMt2HOH6deHgQWH1amHGjDB9+vgBQalb6PoaYCTgSmQgJvARllWBpjWQm1vH2rXCmTNCOBwbiNa4qkrYuVOYPt1GKQelqtG0FcAriQTFQtMWYZq19O4dYOXKCFVV7Q/jabZtobRUGD06gKaFUaoMeK0zobjRtC9Q6j8GDQqwa1fH7JDW+sIFoaAgiNsdxrJKokc8rnoDn+8cvXsH2bFDaGjofCjNffGiMHFiCNP0YxifA1pHQ9HQtK/Q9RDz54d58CDxoDR3WZmQmRlAqd878oVLRalfycy0OXw48aE87JoaYdIkB4/nHvB2e4PJxLL+ZPjwINXVXQvMw16xIoJhONHAs12UTkrKJcaPt6mv77pgmlxcHMHtDgH5zwrGg9d7nLw8B7+/64Np8qZNgmHYwFttR2MY35CVFeDu3eQB0+TCwgaUugX42oJmDLoe4vTp5AMj0hiTjRjhoNR3rX+ylfqLpUsjHbpAeNSpqcKoUcLWrfEBdOWKoOuhaG4Ws2bSq1fHX8Dw6Pe9e8KePUL//kJRUXwAzZvXQGrqsVZENKnnWb++4xfWHE6Tjx8XBgyID5w7dyRaQsmJBU0Obnc4LvHMk+A4jmAY8bt/pk1zMM2iWODMZ+xYf1wW9SQ4J07Eb+eINJY+fL6/YyhAWD+xdKl0CpzaWmHvXiErS9iwIX5wbt4UIAK80NJ98w+7d8cPzsO2LGHkSKG4OP5Pu9frAO+0UM8zaykvl049Vp3hvn3rW865DMOmoqL7wRk8uA4oeDocr7eaQ4e6H5zMTD/w3tPh+HyX2Late8EJhQTDCANvtnSsNjN3brhbwamsFHTdAYyWHvOPGTiwPimTzSd53TrB5/sjliAwDV134nYpJ4IHDvRHW9ExyOstY86cULcAc/KkRCuDz8eaejbmVxcuJD+cvLwAhrG+le1/9T35+XZSgyktFQzD33La8Lh6kZJSQ1FRJCnB3LjRlDLMbGsVeQoeT4gjR5ILTH29kJtro9SPz9jj1BZjWTbnzycHmFBIyM+3Mc1zbS2uN09G15ORYXPqVNffMRMm2Ch1JTpZ1k7S9cWYZpCSkq4J5to1IScngFKnW/Nst0Yz0HU/s2c72HbXAbNvn+D12hhGCWB15KRFNkpdpH9/f9yy97b69m2hoMDBMAKxR8DtcMjQtEJ03WHSpABnzyYWlPv3heXLG1DKISXlZ6BfZ0x39cU0N6PrIaZNczh6tPN3yrJlEXw+B8s6A0xIhLnAfng8xei6TXa2n1WrGruJ8QBSV9c4oTp1qhMddasA3k/EidIM4Et8vgpcrgaGDatj4cII+/c3djPbq8ddWSls3ChMnhzA4wnh9d7BML4FXu8qs8iZwKdY1i683hpcLqFPHz9TpgRZskTYskU4cEA4d064evVxX74slJcL27cLa9YIs2Y1kJPjx+MJo+tB0tKOAQufbYwkcfQqMAVYhM9XSlpaJZZVhdsdfKxFA4LLFUGpu6SlXSQ9/Zdo5vxJ9JcAT3f7FyIDeC5qgx71qEfJqP8BIziIyIpffc4AAAAASUVORK5CYII=)생산은 보내는 것 이상을 의미하지 않습니다. 메시지를 보내는 프로그램은 생산자입니다.
* ![https://www.rabbitmq.com/img/tutorials/queue.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIIAAABbCAYAAAC/Ml0aAAAABmJLR0QA/wD/AP+gvaeTAAADKklEQVR4nO3dO4hcVRwH4G/HjQmrRuKarBgRXF+VaFSEaCNBEBsflYWVVlpYWrgELQQfCGJtIzYiRBDfnY2taBEsRIRVAz5wEdEYNeuOxTnCzWR3lp172M2E3wdbnDlzzvzv3N+cvcO9M0NERERERERERERERERERERERMT5YDdex0n8iKcw7PQP1xnTve0CvICf8SfewiUNxo4zxONYxj/4Ard0+hfxHn7HX/gYBzpjj+JX/ID78TRWavuekceatMYmBtv1QHgO+3ENbsaRLY5fwm24FQs4hZe2YezduAv78A5e6/S9j1eVnb+Ar/BKp/8ArlIC8Wa9z9W13b1f3xqnyglc12nfYGsrwjJu7LQXlJWl79hxhris057D6TH3n1Ne0aNjd6/THp1n0hqnzqqy/P1v1taCcLrOsYp/a99ag7HjbDbvnfgUf9Tbx9W0WXvSGqfO6IpwvbN31lynPT/S/x0ObjB3n7HjbBaEE3gYl2IGezv9Ww3CpDVOnZeVA6v9yv/OD535ZHyGZ5QdehDHRvqX6phrldXkJuWAqu/YcTYLwgoeUJb6xTrnpEGYtMapswdvKEfEPzn7XcMhfK68upfxxEj/QDnqXlaO4I8rr8a+Y8fZLAgP4htlOf8WT5o8CJPWeF5Y74mOHbCdbx/jHDa70wXssI1WpJltrSIiIiIiIiIiIiIiImLKtTq5snglL54q59F7WePCQblEa7XBXHODcv1DX4M1dg34u0FNzbZvwMwKj/Sdh3ZnHxcu576jXNx3omPK9WyH+tdkCc83mOd7fKBc7dJXy+17tFxCf045fC+/DBn2/XuW4UcN5hkyvKPRPMcZPtZorpbbt698nqKJXJgSSBCiShACCUJUCUIgQYgqQQgkCFElCIEEIaoEIZAgRJUgBBKEqBKEQIIQVYIQSBCiShACCUJUCUIgQYgqQQgkCFElCIEEIaoEIZAgRJUgBNp9P8Lhvbz70Jm/ojKRL9k1z9oV5edsevmEPUcafHT8NwZfM3t7g+9/aLl9b3PRyUb7sFUQ5m39V9uijWM7XUBERERERERERERERERERERExIb+AxQJiV1hxQwjAAAAAElFTkSuQmCC)큐는 RabbitMQ 내부에있는 우체통의 이름입니다. 메시지는 RabbitMQ 및 애플리케이션을 통해 흐르지 만 큐 내부에만 저장할 수 있습니다. 대기열은 호스트의 메모리 및 디스크 제한에 의해서만 제한되며 본질적으로 큰 메시지 버퍼입니다. 많은 생산자가 하나의 대기열로가는 메시지를 보낼 수 있고 많은 소비자가 하나의 대기열에서 데이터를 수신하려고 할 수 있습니다. 이것은 우리가 큐를 나타내는 방법입니다.
* ![https://www.rabbitmq.com/img/tutorials/consumer.png](data:image/png;base64,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)소비는 받는 것과 비슷한 의미를 갖습니다. 소비자는 대부분 메시지 수신을 기다리는 프로그램입니다.

생산자, 소비자 및 브로커가 동일한 호스트에 있을 필요는 없습니다. 실제로 대부분의 응용 프로그램에서는 그렇지 않습니다. 응용 프로그램은 생산자이자 소비자 일 수도 있습니다.

"Hello World"

**(using the .NET/C# Client)**

튜토리얼의 이 부분에서는 C #으로 두 개의 프로그램을 작성합니다. 단일 메시지를 보내는 생산자와 메시지를 받아 출력하는 소비자. .NET 클라이언트 API의 세부 사항 중 일부를 간단히 살펴보고 시작하기 위해 이 매우 간단한 것에 집중할 것입니다. 메시징의 "Hello World"입니다.

![(P) -> [|||] -> (C)](data:image/png;base64,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)아래 다이어그램에서 "P"는 생산자이고 "C"는 소비자입니다. 중간에 있는 상자는 RabbitMQ가 소비자를 대신하여 보관하는 메시지 버퍼 인 대기열입니다

#### The .NET client library

RabbitMQ는 여러 프로토콜을 사용합니다. 이 자습서에서는 메시징을위한 개방형 범용 프로토콜 인 AMQP 0-9-1을 사용합니다. 다양한 언어로 된 RabbitMQ 용 클라이언트가 많이 있습니다. RabbitMQ에서 제공하는 .NET 클라이언트를 사용합니다.

클라이언트는 .NET Core 및 .NET Framework 4.5.1+를 지원합니다. 이 자습서에서는 RabbitMQ .NET 클라이언트 5.0 및 .NET Core를 사용하므로 설치되어 있고 PATH에 있는지 확인합니다.

.NET Framework를 사용하여 이 자습서를 완료 할 수도 있지만 설정 단계는 다릅니다.

RabbitMQ .NET 클라이언트 5.0 이상 버전은 NUGET을 통해 배포됩니다.

이 자습서에서는 Windows에서 powershell을 사용하고 있다고 가정합니다. MacOS 및 Linux에서는 거의 모든 쉘이 작동합니다.

### Setup

먼저 PATH에 .NET Core 도구 체인이 있는지 확인합니다.

dotnet --help

도움말 메시지를 생성해야 합니다.

이제 게시자 용과 소비자 용으로 하나씩 두 개의 프로젝트를 생성 해 보겠습니다.

dotnet new console --name Send

mv Send/Program.cs Send/Send.cs

dotnet new console --name Receive

mv Receive/Program.cs Receive/Receive.cs

그러면 Send 및 Receive라는 두 개의 새 디렉토리가 생성됩니다.

그런 다음 클라이언트 종속성을 추가합니다.

cd Send

dotnet add package RabbitMQ.Client

dotnet restore

cd ../Receive

dotnet add package RabbitMQ.Client

dotnet restore

이제 .NET 프로젝트가 설정되어 코드를 작성할 수 있습니다.

### (P) -> [|||]Sending

메시지 게시자 (발신자) Send.cs 및 메시지 소비자 (수신자) Receive.cs라고합니다. 게시자는 RabbitMQ에 연결하고 단일 메시지를 보낸 다음 종료합니다.

Send.cs에서는 몇 가지 네임 스페이스를 사용해야합니다.

using System;

using RabbitMQ.Client;

using System.Text;

Set up the class

class Send

{

public static void Main()

{

...

}

}

then we can create a connection to the server:

연결은 소켓 연결을 추상화하고 프로토콜 버전 협상 및 인증 등을 처리합니다. 여기에서 로컬 머신의 RabbitMQ 노드에 연결합니다. 따라서 로컬 호스트가 됩니다. 다른 시스템의 노드에 연결하려면 여기에 호스트 이름이나 IP 주소를 지정하기 만하면 됩니다.

class Send

{

public static void Main()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using (var connection = factory.CreateConnection())

{

using (var channel = connection.CreateModel())

{

...

}

}

}

}

다음으로 작업을 수행하기위한 대부분의 API가있는 채널을 만듭니다.

보내려면 보낼 대기열을 선언해야 합니다. 그러면 큐에 메시지를 게시 할 수 있습니다.

큐 선언은 idempotent 적입니다. 큐가 아직 존재하지 않는 경우에만 생성됩니다. 메시지 내용은 바이트 배열이므로 원하는 대로 인코딩 할 수 있습니다.

using System;

using RabbitMQ.Client;

using System.Text;

class Send

{

public static void Main()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "hello",

durable: false,

exclusive: false,

autoDelete: false,

arguments: null);

string message = "Hello World!";

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "",

routingKey: "hello",

basicProperties: null,

body: body);

Console.WriteLine(" [x] Sent {0}", message);

}

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

위의 코드 실행이 완료되면 채널과 연결이 삭제됩니다. 게시자를 위한 것입니다.

[Here's the whole Send.cs class](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/Send/Send.cs).

#### Sending doesn't work!

RabbitMQ를 처음 사용하는 경우 "Sent"메시지가 표시되지 않으면 무엇이 잘못되었는지 궁금해 할 수 있습니다. 브로커가 충분한 여유 디스크 공간없이 시작되어 (기본적으로 최소 50MB의 여유 공간이 필요함) 메시지 수락을 거부 할 수 있습니다. 브로커 로그 파일을 확인하여 필요한 경우 제한을 확인하고 줄입니다. 구성 파일 설명서는 disk\_free\_limit를 설정하는 방법을 보여줍니다.

### Receiving

![[|||] -> (C)](data:image/png;base64,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)소비자는 RabbitMQ의 메시지를 수신하고 있습니다. 따라서 단일 메시지를 게시하는 게시자와는 달리 소비자가 계속해서 메시지를 듣고 인쇄하도록 할 것입니다.

코드 (Receive.cs)에는 Send와 거의 동일한 using 문이 있습니다.

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System;

using System.Text;

설정은 게시자와 동일합니다. 연결과 채널을 열고 소비 할 큐를 선언합니다. 이것은 Send가 게시하는 대기열과 일치합니다.

class Receive

{

public static void Main()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using (var connection = factory.CreateConnection())

{

using (var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "hello",

durable: false,

exclusive: false,

autoDelete: false,

arguments: null);

...

}

}

}

}

여기에서도 큐를 선언합니다. 게시자보다 먼저 소비자를 시작할 수 있으므로 메시지를 사용하기 전에 큐가 있는지 확인하려고 합니다.

대기열에서 메시지를 전달하도록 서버에 지시하려고 합니다. 메시지를 비동기 적으로 푸시하므로 콜백을 제공합니다. 이것이 EventingBasicConsumer.Received 이벤트 핸들러가 하는 일입니다.

[Here's the whole Receive.cs class](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/Receive/Receive.cs).

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System;

using System.Text;

class Receive

{

public static void Main()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "hello",

durable: false,

exclusive: false,

autoDelete: false,

arguments: null);

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (model, ea) =>

{

var body = ea.Body.ToArray();

var message = Encoding.UTF8.GetString(body);

Console.WriteLine(" [x] Received {0}", message);

};

channel.BasicConsume(queue: "hello",

autoAck: true,

consumer: consumer);

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

}

### Putting It All Together

두 개의 터미널을 엽니다.

먼저 소비자를 실행하여 토폴로지 (주로 큐)가 제자리에 있도록 합니다.

cd Receive

dotnet run

그런 다음 생산자를 실행합니다.

cd Send

dotnet run

소비자는 RabbitMQ를 통해 게시자로부터 받은 메시지를 인쇄합니다. 소비자는 계속 실행되어 메시지를 기다리므로 (Ctrl-C를 사용하여 중지) 다른 터미널에서 게시자를 실행 해보십시오.

2 부로 넘어 가서 간단한 작업 대기열을 만들 시간입니다.

## Production [Non-]Suitability Disclaimer

이 튜토리얼과 다른 튜토리얼은 튜토리얼이라는 것을 명심하십시오. 그들은 한 번에 하나의 새로운 개념을 보여주고 일부는 의도적으로 지나치게 단순화하고 다른 것은 제외시킬 수 있습니다. 예를 들어 연결 관리, 오류 처리, 연결 복구, 동시성 및 메트릭 수집과 같은 항목은 간결성을 위해 대부분 생략되었습니다. 이러한 단순화 된 코드는 프로덕션 준비 상태로 간주해서는 안됩니다.

앱을 사용하기 전에 나머지 [documentation](https://www.rabbitmq.com/documentation.html)를 살펴 보시기 바랍니다. 특히 [Publisher Confirms and Consumer Acknowledgements](https://www.rabbitmq.com/confirms.html), [Production Checklist](https://www.rabbitmq.com/production-checklist.html) 및 [Monitoring](https://www.rabbitmq.com/monitoring.html) 가이드를 권장합니다.

## Getting Help and Providing Feedback

이 튜토리얼의 내용이나 RabbitMQ와 관련된 다른 주제에 대한 질문이 있으면 주저하지 말고 [RabbitMQ mailing list](https://groups.google.com/forum/#!forum/rabbitmq-users)에 질문하십시오.

## Help Us Improve the Docs <3

사이트 개선에 기여하고 싶다면 [available on GitHub](https://github.com/rabbitmq/rabbitmq-website)에서 해당 소스를 사용할 수 있습니다. 저장소를 포크하고 pull 요청을 제출하기 만하면 됩니다. 감사합니다!

## [Work queues](https://www.rabbitmq.com/tutorials/tutorial-two-python.html)
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## Work Queues

### https://www.rabbitmq.com/img/tutorials/python-two.png(using the .NET Client)

**전제 조건**

이 가이드에서는 RabbitMQ가 [표준 포트](https://www.rabbitmq.com/networking.html#ports) (5672)의 localhost에 [설치](https://www.rabbitmq.com/download.html)되어 실행되고 있다고 가정합니다. 다른 호스트, 포트 또는 자격 증명을 사용하는 경우 연결 설정을 조정해야 합니다.

**도움을 받을 수 있는 곳**

이 튜토리얼을 진행하는 데 문제가 있는 경우 [메일링 리스트](https://groups.google.com/forum/#!forum/rabbitmq-users) 또는 [RabbitMQ 커뮤니티 Slack](https://rabbitmq-slack.herokuapp.com/)을 통해 문의 할 수 있습니다.

작업자 간에 작업 배포 첫 번째 자습서([first tutorial](https://www.rabbitmq.com/tutorials/tutorial-one-dotnet.html))에서는 명명 된 큐에서 메시지를 보내고 받는 프로그램을 작성했습니다. 여기에서는 여러 작업자에게 시간이 많이 걸리는 작업을 분산하는 데 사용할 작업 대기열을 만듭니다.

작업 대기열 (일명 작업 대기열)의 기본 아이디어는 리소스 집약적 인 작업을 즉시 수행하지 않고 완료 될 때까지 기다려야하는 것입니다. 대신 나중에 수행 할 작업을 예약합니다. 작업을 메시지로 캡슐화하여 대기열로 보냅니다. 백그라운드에서 실행되는 작업자 프로세스는 작업을 표시하고 결국 작업을 실행합니다. 많은 작업자를 실행하면 작업이 그들간에 공유됩니다.

이 개념은 짧은 HTTP 요청 창 동안 복잡한 작업을 처리 할 수 없는 웹 애플리케이션에서 특히 유용합니다.

## Preparation

이 자습서의 이전 부분에서 "Hello World!"가 포함 된 메시지를 보냈습니다. 이제 복잡한 작업을 나타내는 문자열을 보낼 것입니다. 크기를 조정할 이미지 나 렌더링 할 pdf 파일과 같은 실제 작업이 없으므로 바쁜 척하면서 가짜로 만들어 보겠습니다. - Thread.Sleep () 함수를 사용하여(스레딩 API에 액세스하려면 파일 상단 근처에 System.Threading을 사용하여 추가해야합니다.).

문자열의 점 수를 복잡성으로 간주합니다. 모든 점은 1 초의 "작업"을 설명합니다. 예를 들어 Hello ...가 설명하는 가짜 작업은 3 초가 걸립니다.

명령 줄에서 임의의 메시지를 보낼 수 있도록 이전 예제의 Send 프로그램을 약간 수정합니다. 이 프로그램은 작업 대기열에 작업을 예약하므로 이름을 NewTask로 지정하겠습니다.

튜토리얼 1과 마찬가지로 두 개의 프로젝트를 생성해야합니다.

var message = GetMessage(args);

var body = Encoding.UTF8.GetBytes(message);

var properties = channel.CreateBasicProperties();

properties.Persistent = true;

channel.BasicPublish(exchange: "",

routingKey: "task\_queue",

basicProperties: properties,

body: body);

dotnet new console --name NewTask

mv NewTask/Program.cs NewTask/NewTask.cs

dotnet new console --name Worker

mv Worker/Program.cs Worker/Worker.cs

cd NewTask

dotnet add package RabbitMQ.Client

dotnet restore

cd ../Worker

dotnet add package RabbitMQ.Client

dotnet restore

명령 줄 인수에서 메시지를 얻는 데 도움이 됩니다.

var message = GetMessage(args);

private static string GetMessage(string[] args)

{

return ((args.Length > 0) ? string.Join(" ", args) : "Hello World!");

}

이전 Receive.cs 스크립트도 약간의 변경이 필요합니다. 메시지 본문의 모든 점에 대해 1 초의 작업을 위조해야 합니다. RabbitMQ에서 전달한 메시지를 처리하고 작업을 수행하므로 Worker 프로젝트에 복사하고 수정하겠습니다.

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (model, ea) =>

{

var body = ea.Body.ToArray();

var message = Encoding.UTF8.GetString(body);

Console.WriteLine(" [x] Received {0}", message);

int dots = message.Split('.').Length - 1;

Thread.Sleep(dots \* 1000);

Console.WriteLine(" [x] Done");

};

channel.BasicConsume(queue: "task\_queue", autoAck: true, consumer: consumer);

실행 시간을 시뮬레이션하는 가짜 작업 :

int dots = message.Split('.').Length - 1;

Thread.Sleep(dots \* 1000);

## Round-robin dispatching

작업 대기열 사용의 장점 중 하나는 작업을 쉽게 병렬 처리 할 수 있다는 것입니다. 작업 백 로그를 구축하는 경우 작업자를 더 추가하기 만하면 쉽게 확장 할 수 있습니다.

먼저 두 개의 Worker 인스턴스를 동시에 실행 해 보겠습니다. 둘 다 대기열에서 메시지를 가져 오지만 정확히 어떻게 할까요? 보자.

세 개의 콘솔이 열려 있어야합니다. 두 사람은 Worker 프로그램을 실행합니다. 이 콘솔은 C1과 C2의 두 소비자가 될 것입니다.

*# shell 2*

cd Worker

dotnet run

*# => [\*] Waiting for messages. To exit press CTRL+C*

*# shell 1*

cd Worker

dotnet run

*# => [\*] Waiting for messages. To exit press CTRL+C*

세 번째 항목에서는 새 작업을 게시합니다. 소비자를 시작한 후에는 몇 가지 메시지를 게시 할 수 있습니다.

*# shell 3*

cd NewTask

dotnet run "First message."

dotnet run "Second message.."

dotnet run "Third message..."

dotnet run "Fourth message...."

dotnet run "Fifth message....."

작업자에게 전달되는 내용을 살펴 보겠습니다.

*# shell 2*

*# => [\*] Waiting for messages. To exit press CTRL+C*

*# => [x] Received 'Second message..'*

*# => [x] Received 'Fourth message....'*

*# shell 1*

*# => [\*] Waiting for messages. To exit press CTRL+C*

*# => [x] Received 'First message.'*

*# => [x] Received 'Third message...'*

*# => [x] Received 'Fifth message.....'*

기본적으로 RabbitMQ는 각 메시지를 순서대로 다음 소비자에게 보냅니다. 평균적으로 모든 소비자는 동일한 수의 메시지를 받습니다. 이러한 메시지 배포 방법을 라운드 로빈이라고 합니다. 3 명 이상의 작업자와 함께 사용해보십시오.

## Message acknowledgment

작업을 수행하는 데 몇 초가 걸릴 수 있습니다. 소비자 중 한 명이 긴 작업을 시작하고 일부만 수행 한 채로 죽으면 어떻게 될지 궁금 할 것입니다. 현재 코드를 사용하면 RabbitMQ가 소비자에게 메시지를 전달하면 즉시 삭제 표시를 합니다. 이 경우 작업자를 죽이면 방금 처리 중이던 메시지를 잃게 됩니다. 또한이 특정 작업자에게 발송되었지만 아직 처리되지 않은 모든 메시지가 손실됩니다.

그러나 우리는 어떤 일도 잃고 싶지 않습니다. 작업자가 사망하면 작업이 다른 작업자에게 전달되기를 바랍니다.

메시지가 손실되지 않도록 하기 위해 RabbitMQ는 메시지 확인을 지원([message acknowledgments](https://www.rabbitmq.com/confirms.html))합니다. ack(nowledgement)은 특정 메시지가 수신되고 처리되었으며 RabbitMQ가 자유롭게 삭제할 수 있음을 RabbitMQ에 알리기 위해 소비자에 의해 다시 전송됩니다.

소비자가 ack를 보내지 않고 죽으면 (채널이 닫히거나, 연결이 닫히거나, TCP 연결이 끊어지면) RabbitMQ는 메시지가 완전히 처리되지 않았 음을 인식하고 다시 큐에 넣습니다. 동시에 온라인에 다른 소비자가 있는 경우 다른 소비자에게 신속하게 다시 제공합니다. 이렇게 하면 작업자가 가끔 죽어도 메시지가 손실되지 않도록 할 수 있습니다.

메시지 시간 제한이 없습니다. RabbitMQ는 소비자가 사망하면 메시지를 다시 전달합니다. 메시지를 처리하는 데 아주 오랜 시간이 걸리더라도 괜찮습니다.

수동 메시지 확인([Manual message acknowledgments](https://www.rabbitmq.com/confirms.html))은 기본적으로 켜져 있습니다. 이전 예에서는 autoAck("자동 승인 모드") 매개 변수를 true로 설정하여 명시 적으로 해제했습니다. 작업이 완료되면 이 플래그를 제거하고 작업자로부터 적절한 승인을 수동으로 보낼 때입니다.

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (sender, ea) =>

{

var body = ea.Body.ToArray();

var message = Encoding.UTF8.GetString(body);

Console.WriteLine(" [x] Received {0}", message);

int dots = message.Split('.').Length - 1;

Thread.Sleep(dots \* 1000);

Console.WriteLine(" [x] Done");

*// Note: it is possible to access the channel via*

*// ((EventingBasicConsumer)sender).Model here*

channel.BasicAck(deliveryTag: ea.DeliveryTag, multiple: false);

};

channel.BasicConsume(queue: "task\_queue", autoAck: false, consumer: consumer);

이 코드를 사용하면 메시지를 처리하는 동안 CTRL + C를 사용하여 작업자를 죽이더라도 아무것도 손실되지 않는다는 것을 확신 할 수 있습니다. 작업자가 사망 한 후 곧 확인되지 않은 모든 메시지가 다시 전달됩니다.

전달을 받은 동일한 채널에서 확인을 보내야합니다. 다른 채널을 사용하여 승인하려고 하면 채널 수준 프로토콜 예외가 발생합니다. 자세한 내용은 확인 문서 가이드([doc guide on confirmations](https://www.rabbitmq.com/confirms.html))를 참조하세요.

#### Forgotten acknowledgment

BasicAck를 놓치는 것은 흔한 실수입니다. 쉬운 오류이지만 그 결과는 심각합니다. 클라이언트가 종료되면 메시지가 재전송되지만 (무작위 재전송처럼 보일 수 있음) RabbitMQ는 확인되지 않은 메시지를 해제 할 수 없기 때문에 점점 더 많은 메모리를 소모합니다.

이런 종류의 실수를 디버깅하기 위해 rabbitmqctl을 사용하여 messages\_unacknowledged 필드를 인쇄 할 수 있습니다.

sudo rabbitmqctl list\_queues name messages\_ready messages\_unacknowledged

Windows에서는 sudo를 삭제하십시오.

rabbitmqctl.bat list\_queues name messages\_ready messages\_unacknowledged

## Message durability

우리는 소비자가 죽더라도 작업이 손실되지 않도록 하는 방법을 배웠습니다. 그러나 RabbitMQ 서버가 중지되면 우리의 작업은 여전히 손실됩니다.

RabbitMQ가 종료되거나 충돌하면 사용자가 지정하지 않는 한 큐와 메시지를 잊습니다. 메시지가 손실되지 않도록 하려면 두 가지가 필요합니다. 대기열과 메시지를 모두 내구성 있는 것으로 표시해야 합니다.

먼저 RabbitMQ 노드를 다시 시작해도 큐가 유지되는지 확인해야합니다. 이렇게 하려면 내구성을 선언해야 합니다.

channel.QueueDeclare(queue: "hello",

durable: true,

exclusive: false,

autoDelete: false,

arguments: null);

이 명령은 그 자체로는 정확하지만 현재 설정에서는 작동하지 않습니다. 그것은 우리가 이미 내구성이 없는 hello라는 큐를 정의했기 때문입니다. RabbitMQ는 다른 매개 변수로 기존 큐를 재정의하는 것을 허용하지 않으며 이를 시도하는 모든 프로그램에 오류를 반환합니다. 그러나 빠른 해결 방법이 있습니다. 예를 들어 task\_queue와 같이 다른 이름으로 대기열을 선언 해 보겠습니다.

channel.QueueDeclare(queue: "task\_queue",

durable: true,

exclusive: false,

autoDelete: false,

arguments: null);

이 QueueDeclare 변경은 생산자와 소비자 코드 모두에 적용되어야합니다.

이 시점에서 RabbitMQ가 다시 시작 되더라도 task\_queue 대기열이 손실되지 않을 것입니다. 이제 IBasicProperties.SetPersistent를 true로 설정하여 메시지를 지속적으로 표시해야 합니다.

#### Note on Message Persistence

메시지를 지속성으로 표시한다고해서 메시지가 손실되지 않는다는 보장은 없습니다. RabbitMQ에 메시지를 디스크에 저장하도록 지시하지만 RabbitMQ가 메시지를 수락하고 아직 저장하지 않은 경우에는 여전히 짧은 시간 창이 있습니다. 또한 RabbitMQ는 모든 메시지에 대해 fsync (2)를 수행하지 않습니다. 캐시에 저장되고 실제로 디스크에 기록되지 않을 수 있습니다. 지속성 보장은 강력하지 않지만 간단한 작업 대기열에는 충분합니다. 더 강력한 보증이 필요한 경우 게시자 확인([publisher confirms](https://www.rabbitmq.com/confirms.html))을 사용할 수 있습니다.

var properties = channel.CreateBasicProperties();

properties.Persistent = true;

## Putting It All Together

두 개의 터미널 열기

먼저 소비자 (작업자)를 실행하여 토폴로지 (주로 큐)가 제자리에 있도록 합니다. 전체 코드는 다음과 같습니다.

using System;

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System.Text;

using System.Threading;

class Worker

{

public static void Main()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "task\_queue",

durable: true,

exclusive: false,

autoDelete: false,

arguments: null);

channel.BasicQos(prefetchSize: 0, prefetchCount: 1, global: false);

Console.WriteLine(" [\*] Waiting for messages.");

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (sender, ea) =>

{

var body = ea.Body.ToArray();

var message = Encoding.UTF8.GetString(body);

Console.WriteLine(" [x] Received {0}", message);

int dots = message.Split('.').Length - 1;

Thread.Sleep(dots \* 1000);

Console.WriteLine(" [x] Done");

*// Note: it is possible to access the channel via*

*// ((EventingBasicConsumer)sender).Model here*

channel.BasicAck(deliveryTag: ea.DeliveryTag, multiple: false);

};

channel.BasicConsume(queue: "task\_queue",

autoAck: false,

consumer: consumer);

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

}

이제 작업 게시자를 실행합니다. 최종 코드는 다음과 같습니다.

using System;

using RabbitMQ.Client;

using System.Text;

class NewTask

{

public static void Main(string[] args)

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "task\_queue",

durable: true,

exclusive: false,

autoDelete: false,

arguments: null);

var message = GetMessage(args);

var body = Encoding.UTF8.GetBytes(message);

var properties = channel.CreateBasicProperties();

properties.Persistent = true;

channel.BasicPublish(exchange: "",

routingKey: "task\_queue",

basicProperties: properties,

body: body);

Console.WriteLine(" [x] Sent {0}", message);

}

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

private static string GetMessage(string[] args)

{

return ((args.Length > 0) ? string.Join(" ", args) : "Hello World!");

}

}

[(NewTask.cs source)](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/NewTask/NewTask.cs)

메시지 확인 및 BasicQos를 사용하여 작업 대기열을 설정할 수 있습니다. 내구성 옵션을 사용하면 RabbitMQ를 다시 시작하더라도 작업이 유지됩니다.

IModel 메서드 및 IBasicProperties에 대한 자세한 내용은 온라인으로 RabbitMQ .NET 클라이언트 API 참조([RabbitMQ .NET client API reference online](https://www.rabbitmq.com/releases/rabbitmq-dotnet-client/v3.6.10/rabbitmq-dotnet-client-3.6.10-client-htmldoc/html/index.html))를 찾아 볼 수 있습니다.

이제 자습서 3([tutorial 3](https://www.rabbitmq.com/tutorials/tutorial-three-dotnet.html))으로 이동하여 동일한 메시지를 많은 소비자에게 전달하는 방법을 배울 수 있습니다.

## [Publish/Subscribe](https://www.rabbitmq.com/tutorials/tutorial-three-python.html)
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## Publish/Subscribe

### (using the .NET Client)

이전 자습서에서 작업 대기열을 만들었습니다. 작업 대기열 뒤에 있는 가정은 각 작업이 정확히 한 명의 작업자에게 전달된다는 것입니다. 이 부분에서 우리는 완전히 다른 것을 할 것입니다. -- 여러 소비자에게 메시지를 전달합니다. 이 패턴을 "게시/구독"이라고 합니다.

**전제 조건**

이 가이드에서는 RabbitMQ가 [표준 포트](https://www.rabbitmq.com/networking.html#ports) (5672)의 localhost에 [설치](https://www.rabbitmq.com/download.html)되어 실행되고 있다고 가정합니다. 다른 호스트, 포트 또는 자격 증명을 사용하는 경우 연결 설정을 조정해야 합니다.

**도움을 받을 수 있는 곳**

이 튜토리얼을 진행하는 데 문제가 있는 경우 [메일링 리스트](https://groups.google.com/forum/#!forum/rabbitmq-users) 또는 [RabbitMQ 커뮤니티 Slack](https://rabbitmq-slack.herokuapp.com/)을 통해 문의 할 수 있습니다.

패턴을 설명하기 위해 간단한 로깅 시스템을 구축 할 것입니다. 두 프로그램으로 구성됩니다. -- 첫 번째는 로그 메시지를 내보내고 두 번째는 수신하여 인쇄합니다.

로깅 시스템에서 실행중인 모든 수신자 프로그램 사본은 메시지를 받습니다. 이렇게 하면 하나의 수신기를 실행하고 로그를 디스크로 보낼 수 있습니다. 동시에 다른 수신기를 실행하고 화면에서 로그를 볼 수 있습니다.

기본적으로 게시 된 로그 메시지는 모든 수신자에게 브로드 캐스트됩니다.

## Exchanges

튜토리얼의 이전 부분에서는 큐와 메시지를 주고 받았습니다. 이제 Rabbit에서 전체 메시징 모델을 소개 할 때입니다.

이전 튜토리얼에서 다룬 내용을 빠르게 살펴 보겠습니다.

* 생산자는 메시지를 보내는 사용자 응용 프로그램입니다.
* 큐는 메시지를 저장하는 버퍼입니다.
* 소비자는 메시지를 수신하는 사용자 응용 프로그램입니다.

RabbitMQ 메시징 모델의 핵심 아이디어는 생산자가 메시지를 대기열에 직접 보내지 않는다는 것입니다. 사실, 생산자는 메시지가 어떤 큐로 전달 될지 조차 알지 못하는 경우가 많습니다.

![https://www.rabbitmq.com/img/tutorials/exchanges.png](data:image/png;base64,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)대신 생산자는 교환에만 메시지를 보낼 수 있습니다. 교환은 매우 간단합니다. 한쪽에서는 생산자로부터 메시지를 받고 다른 쪽에서는 큐로 전달합니다. 교환기는 수신 한 메시지로 무엇을 해야하는지 정확히 알아야합니다. 특정 대기열에 추가해야 합니까? 많은 대기열에 추가해야 합니까? 아니면 버려야합니다. 이에 대한 규칙은 교환 유형에 의해 정의됩니다.

사용 가능한 몇 가지 교환 유형이 있습니다: 직접, 주제, 헤더 및 팬 아웃. 마지막 팬 아웃에 초점을 맞출 것입니다. 이 유형의 교환을 만들고 로그라고 합시다.

channel.ExchangeDeclare("logs", ExchangeType.Fanout);

팬 아웃 교환은 매우 간단합니다. 이름에서 짐작할 수 있듯이 수신하는 모든 메시지를 알고있는 모든 큐에 브로드 캐스트합니다. 이것이 바로 로거에 필요한 것입니다.

#### Listing exchanges

서버에서 교환을 나열하려면 유용한 rabbitmqctl을 실행할 수 있습니다.

sudo rabbitmqctl list\_exchanges

이 목록에는 amq.\* 교환과 기본 (이름 없음) 교환이 있습니다. 기본적으로 생성되지만 지금은 사용할 필요가 없을 것입니다.

#### The default exchange

튜토리얼의 이전 부분에서 우리는 교환에 대해 전혀 몰랐지만 여전히 큐에 메시지를 보낼 수있었습니다. 빈 문자열 ("")로 식별되는 기본 교환을 사용했기 때문에 가능했습니다.

이전에 메시지를 게시 한 방법을 기억하십시오.

var message = GetMessage(args);

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "",

routingKey: "hello",

basicProperties: null,

body: body);

첫 번째 매개 변수는 교환의 이름입니다. 빈 문자열은 기본 또는 이름없는 교환을 나타냅니다. 메시지가있는 경우 routingKey에서 지정한 이름을 사용하여 큐로 라우팅됩니다.

이제 대신 명명 된 교환에 게시 할 수 있습니다.

## Temporary queues

var message = GetMessage(args);

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "logs",

routingKey: "",

basicProperties: null,

body: body);

이전에 기억할 수 있듯이 특정 이름을 가진 대기열을 사용했습니다 (hello 및 task\_queue를 기억하십니까?). 대기열의 이름을 지정할 수 있는 것은 우리에게 매우 중요했습니다. 작업자에게 동일한 대기열을 지정해야 했습니다. 생산자와 소비자간에 대기열을 공유하려는 경우 대기열에 이름을 지정하는 것이 중요합니다.

그러나 그것은 우리 로거의 경우가 아닙니다. 일부 로그 메시지가 아닌 모든 로그 메시지에 대해 듣고 싶습니다. 우리는 또한 오래된 메시지가 아닌 현재 흐르는 메시지에만 관심이 있습니다. 이를 해결하려면 두 가지가 필요합니다.

첫째, Rabbit에 연결할 때마다 새롭고 빈 대기열이 필요합니다. 이를 위해 임의의 이름으로 대기열을 만들거나 더 나은 방법으로 서버가 임의의 대기열 이름을 선택하도록 할 수 있습니다.

둘째, 소비자의 연결을 끊으면 대기열이 자동으로 삭제됩니다.

.NET 클라이언트에서 QueueDeclare()에 매개 변수를 제공하지 않으면 생성 된 이름으로 비 영구적이고 배타적 인 자동 삭제 대기열을 만듭니다.

var queueName = channel.QueueDeclare().QueueName;

대기열 가이드([guide on queues](https://www.rabbitmq.com/queues.html))에서 배타적(exclusive)플래그 및 기타 대기열 속성에 대해 자세히 알아볼 수 있습니다.

이 시점에서 queueName에는 임의의 대기열 이름이 포함됩니다.

예를 들어 amq.gen-JzTY20BRgKO-HjmUJj0wLg처럼 보일 수 있습니다.

둘째, 소비자 연결이 닫히면 대기열을 삭제해야 합니다. 이에 대한 독점(exclusive)플래그가 있습니다.

result = channel.queue\_declare(queue='', exclusive=True)

대기열 가이드([guide on queues](https://www.rabbitmq.com/queues.html))에서 배타적(exclusive) 플래그 및 기타 대기열 속성에 대해 자세히 알아볼 수 있습니다.

## https://www.rabbitmq.com/img/tutorials/bindings.pngBindings

우리는 이미 팬 아웃 교환과 대기열을 만들었습니다. 이제 우리는 큐에 메시지를 보내도록 교환에 알려야 합니다. 교환과 대기열 간의 관계를 바인딩이라고 합니다.

channel.QueueBind(queue: queueName,

exchange: "logs",

routingKey: "");

이제부터 로그(logs) 교환은 큐에 메시지를 추가합니다.

#### Listing bindings

당신은 그것을 사용하여 기존 바인딩을 나열 할 수 있습니다.

rabbitmqctl list\_bindings

## https://www.rabbitmq.com/img/tutorials/python-three-overall.pngPutting it all together

로그 메시지를 내보내는 생산자 프로그램은 이전 튜토리얼과 크게 다르지 않습니다. 가장 중요한 변경 사항은 이제 이름없는 메시지 대신 logs 교환에 메시지를 게시하려고한다는 것입니다. 보낼 때 routingKey를 제공해야하지만 팬 아웃 교환에서는 해당 값이 무시됩니다. EmitLog.cs 파일의 코드는 다음과 같습니다.

using System;

using RabbitMQ.Client;

using System.Text;

class EmitLog

{

public static void Main(string[] args)

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.ExchangeDeclare(exchange: "logs", type: ExchangeType.Fanout);

var message = GetMessage(args);

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "logs",

routingKey: "",

basicProperties: null,

body: body);

Console.WriteLine(" [x] Sent {0}", message);

}

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

private static string GetMessage(string[] args)

{

return ((args.Length > 0)

? string.Join(" ", args)

: "info: Hello World!");

}

}

[(EmitLog.cs source)](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/EmitLog/EmitLog.cs)

보시다시피 연결을 설정 한 후 교환을 선언했습니다. 이 단계는 존재하지 않는 거래소에 대한 게시가 금지되어 있으므로 필요합니다.

아직 교환에 바인딩 된 대기열이 없으면 메시지가 손실되지만 괜찮습니다. 아직 듣고있는 소비자가 없는 경우 메시지를 안전하게 삭제할 수 있습니다.

ReceiveLogs.cs의 코드

using System;

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System.Text;

class ReceiveLogs

{

public static void Main()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.ExchangeDeclare(exchange: "logs", type: ExchangeType.Fanout);

var queueName = channel.QueueDeclare().QueueName;

channel.QueueBind(queue: queueName,

exchange: "logs",

routingKey: "");

Console.WriteLine(" [\*] Waiting for logs.");

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (model, ea) =>

{

var body = ea.Body.ToArray();

var message = Encoding.UTF8.GetString(body);

Console.WriteLine(" [x] {0}", message);

};

channel.BasicConsume(queue: queueName,

autoAck: true,

consumer: consumer);

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

}

[(ReceiveLogs.cs source)](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/ReceiveLogs/ReceiveLogs.cs)

튜토리얼 1([tutorial one](https://www.rabbitmq.com/tutorials/tutorial-one-dotnet.html))의 설정 지침에 따라 EmitLogs 및 ReceiveLogs 프로젝트를 생성합니다.

로그를 파일에 저장하려면 콘솔을 열고 다음을 입력하십시오.

cd ReceiveLogs

dotnet run > logs\_from\_rabbit.log

화면에서 로그를 보려면 새 터미널을 생성하고 다음을 실행하십시오.

cd ReceiveLogs

dotnet run

물론 로그를 내보내려면 다음을 입력하십시오.

cd EmitLog

dotnet run

rabbitmqctl list\_bindings를 사용하면 코드가 실제로 원하는 대로 바인딩과 큐를 생성하는지 확인할 수 있습니다. 두 개의 ReceiveLogs.cs프로그램이 실행되면 다음과 같은 내용이 표시됩니다.

sudo rabbitmqctl list\_bindings

*# => Listing bindings ...*

*# => logs exchange amq.gen-JzTY20BRgKO-HjmUJj0wLg queue []*

*# => logs exchange amq.gen-vso0PVvyiRIL2WoV3i48Yg queue []*

*# => ...done.*

결과의 해석은 간단합니다. 교환 로그(logs)의 데이터는 서버가 할당 한 이름을 사용하여 두 개의 대기열로 이동합니다. 이것이 바로 우리가 의도 한 것입니다.

메시지 하위 집합을 수신하는 방법을 알아 보려면 자습서 4([tutorial 4](https://www.rabbitmq.com/tutorials/tutorial-four-dotnet.html))로 이동하겠습니다.

## [Routing](https://www.rabbitmq.com/tutorials/tutorial-four-python.html)
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## Routing

### (using the .NET client)

이전 튜토리얼([previous tutorial](https://www.rabbitmq.com/tutorials/tutorial-three-dotnet.html))에서 우리는 간단한 로깅 시스템을 구축했습니다. 로그 메시지를 많은 수신자에게 브로드 캐스트 할 수 있었습니다.

**전제 조건**

이 가이드에서는 RabbitMQ가 [표준 포트](https://www.rabbitmq.com/networking.html#ports) (5672)의 localhost에 [설치](https://www.rabbitmq.com/download.html)되어 실행되고 있다고 가정합니다. 다른 호스트, 포트 또는 자격 증명을 사용하는 경우 연결 설정을 조정해야 합니다.

**도움을 받을 수 있는 곳**

이 튜토리얼을 진행하는 데 문제가 있는 경우 [메일링 리스트](https://groups.google.com/forum/#!forum/rabbitmq-users) 또는 [RabbitMQ 커뮤니티 Slack](https://rabbitmq-slack.herokuapp.com/)을 통해 문의 할 수 있습니다.

이 자습서에서는 여기에 기능을 추가 할 것입니다. 메시지의 하위 집합에만 구독 할 수 있도록 할 것입니다. 예를 들어, 콘솔에서 모든 로그 메시지를 인쇄 할 수 있는 동안에도 중요한 오류 메시지 만 로그 파일로 보낼 수 있습니다 (디스크 공간 절약).

## Bindings

이전 예제에서 우리는 이미 바인딩을 만들고있었습니다. 다음과 같은 코드를 기억할 수 있습니다.

channel.QueueBind(queue: queueName,

exchange: "logs",

routingKey: "");

바인딩은 교환과 대기열 간의 관계입니다. 이것은 간단히 읽을 수 있습니다. 큐는 이 교환의 메시지에 관심이 있습니다.

바인딩은 추가 routingKey 매개 변수를 사용할 수 있습니다. BasicPublish 매개 변수와의 혼동을 피하기 위해 이를 binding key라고 부를 것입니다. 다음은 키로 바인딩을 만드는 방법입니다.

channel.QueueBind(queue: queueName,

exchange: "direct\_logs",

routingKey: "black");

바인딩 키의 의미는 교환 유형에 따라 다릅니다. 이전에 사용했던 fanout 거래소는 단순히 그 가치를 무시했습니다.

## Direct exchange

이전 자습서의 로깅 시스템은 모든 메시지를 모든 소비자에게 브로드 캐스트합니다. 심각도에 따라 메시지를 필터링 할 수 있도록 확장하려고 합니다. 예를 들어, 로그 메시지를 디스크에 기록하는 스크립트가 심각한 오류 만 수신하고 경고 또는 정보 로그 메시지에 디스크 공간을 낭비하지 않도록 할 수 있습니다.

우리는 많은 유연성을 제공하지 않는 fanout 교환을 사용하고있었습니다. 이는 무의미한 방송 만 가능합니다.

대신 direct 교환을 사용합니다. direct 교환 뒤의 라우팅 알고리즘은 간단합니다. 메시지는 binding key가 메시지의 routing key와 정확히 일치하는 큐로 이동합니다.
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이 설정에서는 두 개의 대기열이 바인딩 된 direct 교환 X를 볼 수 있습니다. 첫 번째 대기열은 바인딩 키 orange으로 바인딩되고 두 번째 큐에는 바인딩 키가 black이고 다른 하나는 green 인 두 개의 바인딩이 있습니다.

이러한 설정에서 라우팅 키가 orange 인 Exchange에 게시 된 메시지는 Q1 대기열로 라우팅됩니다. 라우팅 키가 black 또는 green 인 메시지는 Q2로 이동합니다. 다른 모든 메시지는 삭제됩니다.

## https://www.rabbitmq.com/img/tutorials/direct-exchange-multiple.pngMultiple bindings

동일한 바인딩 키로 여러 큐를 바인딩하는 것은 완벽하게 합법적입니다. 이 예에서는 바인딩 키가 black인 X와 Q1 사이에 바인딩을 추가 할 수 있습니다. 이 경우 direct 교환은 fanout 처럼 작동하고 모든 일치하는 대기열에 메시지를 브로드 캐스트합니다. 라우팅 키가 black인 메시지는 Q1 및 Q2 모두에 전달됩니다.

## Emitting logs

로깅 시스템에 이 모델을 사용할 것입니다. fanout 대신 direct 교환에 메시지를 보냅니다. 로그 심각도를 routing key로 제공합니다. 이렇게 하면 수신 스크립트가 수신하려는 심각도를 선택할 수 있습니다. 먼저 로그를 내보내는 데 중점을 둡니다.

항상 그렇듯이 먼저 교환을 만들어야합니다.

channel.ExchangeDeclare(exchange: "direct\_logs", type: "direct");

이제 메시지를 보낼 준비가되었습니다.

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "direct\_logs",

routingKey: severity,

basicProperties: null,

body: body);

단순화하기 위해 '심각도'는 '정보', '경고', '오류'중 하나 일 수 있다고 가정합니다.

## Subscribing

메시지 수신은 이전 튜토리얼과 동일하게 작동하지만, 관심있는 각 심각도에 대한 새 바인딩을 만들 것입니다.

var queueName = channel.QueueDeclare().QueueName;

foreach(var severity in args)

{

channel.QueueBind(queue: queueName,

exchange: "direct\_logs",

routingKey: severity);

}

## https://www.rabbitmq.com/img/tutorials/python-four.pngPutting it all together

EmitLogDirect.cs 클래스의 코드:

using System;

using System.Linq;

using RabbitMQ.Client;

using System.Text;

class EmitLogDirect

{

public static void Main(string[] args)

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.ExchangeDeclare(exchange: "direct\_logs",

type: "direct");

var severity = (args.Length > 0) ? args[0] : "info";

var message = (args.Length > 1)

? string.Join(" ", args.Skip( 1 ).ToArray())

: "Hello World!";

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "direct\_logs",

routingKey: severity,

basicProperties: null,

body: body);

Console.WriteLine(" [x] Sent '{0}':'{1}'", severity, message);

}

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

ReceiveLogsDirect.cs의 코드:

using System;

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System.Text;

class ReceiveLogsDirect

{

public static void Main(string[] args)

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.ExchangeDeclare(exchange: "direct\_logs",

type: "direct");

var queueName = channel.QueueDeclare().QueueName;

if(args.Length < 1)

{

Console.Error.WriteLine("Usage: {0} [info] [warning] [error]",

Environment.GetCommandLineArgs()[0]);

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

Environment.ExitCode = 1;

return;

}

foreach(var severity in args)

{

channel.QueueBind(queue: queueName,

exchange: "direct\_logs",

routingKey: severity);

}

Console.WriteLine(" [\*] Waiting for messages.");

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (model, ea) =>

{

var body = ea.Body.ToArray();

var message = Encoding.UTF8.GetString(body);

var routingKey = ea.RoutingKey;

Console.WriteLine(" [x] Received '{0}':'{1}'",

routingKey, message);

};

channel.BasicConsume(queue: queueName,

autoAck: true,

consumer: consumer);

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

}

평소와 같이 프로젝트를 만듭니다 (자문은 [tutorial one](https://www.rabbitmq.com/tutorials/tutorial-one-dotnet.html) 참조).

'경고'및 '오류'( '정보'제외) 로그 메시지 만 파일에 저장하려면 콘솔을 열고 다음을 입력하십시오.

cd ReceiveLogsDirect

dotnet run warning error > logs\_from\_rabbit.log

화면에서 모든 로그 메시지를 보려면 새 터미널을 열고 다음을 수행하십시오.

cd ReceiveLogsDirect

dotnet run info warning error

*# => [\*] Waiting for logs. To exit press CTRL+C*

예를 들어 error 로그 메시지를 내보내려면 다음을 입력하십시오.

cd EmitLogDirect

dotnet run error "Run. Run. Or it will explode."

*# => [x] Sent 'error':'Run. Run. Or it will explode.'*

([(EmitLogDirect.cs source)](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/EmitLogDirect/EmitLogDirect.cs) 및 [(ReceiveLogsDirect.cs source)](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/ReceiveLogsDirect/ReceiveLogsDirect.cs)의 전체 소스 코드)

패턴을 기반으로 메시지를 수신하는 방법을 알아 보려면 [tutorial 5](https://www.rabbitmq.com/tutorials/tutorial-five-dotnet.html)로 이동하십시오.

## [Topics](https://www.rabbitmq.com/tutorials/tutorial-five-python.html)
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## Topics

### (using the .NET client)

이전 튜토리얼에서 우리는 로깅 시스템을 개선했습니다. 더미 방송 만 가능한 fanout 교환기를 사용하는 대신 direct 교환기를 사용하여 로그를 선별 적으로 수신 할 수 있는 가능성을 얻었습니다.

**전제 조건**

이 가이드에서는 RabbitMQ가 [표준 포트](https://www.rabbitmq.com/networking.html#ports) (5672)의 localhost에 [설치](https://www.rabbitmq.com/download.html)되어 실행되고 있다고 가정합니다. 다른 호스트, 포트 또는 자격 증명을 사용하는 경우 연결 설정을 조정해야 합니다.

**도움을 받을 수 있는 곳**

이 튜토리얼을 진행하는 데 문제가 있는 경우 [메일링 리스트](https://groups.google.com/forum/#!forum/rabbitmq-users) 또는 [RabbitMQ 커뮤니티 Slack](https://rabbitmq-slack.herokuapp.com/)을 통해 문의 할 수 있습니다.

직접 교환을 사용하면 시스템이 개선되었지만 여전히 한계가 있습니다. 여러 기준에 따라 라우팅을 수행 할 수 없습니다.

로깅 시스템에서 심각도뿐만 아니라 로그를 생성 한 소스에 따라 로그를 구독 할 수 있습니다. 심각도 (info / warn / crit ...)와 기능 (auth / cron / kern ...)을 기반으로 로그를 라우팅하는 [syslog](http://en.wikipedia.org/wiki/Syslog) unix 도구에서 이 개념을 알 수 있습니다.

그것은 우리에게 많은 유연성을 제공 할 것입니다. 우리는 'cron'에서 오는 중요한 오류 뿐만 아니라 'kern'의 모든 로그를 듣고 싶을 수 있습니다.

로깅 시스템에서이를 구현하려면 더 복잡한 topic 교환에 대해 배워야합니다.

## Topic exchange

topic 교환으로 전송 된 메시지는 임의의 routing\_key를 가질 수 없습니다. 점으로 구분 된 단어 목록이어야 합니다. 단어는 무엇이든 될 수 있지만 일반적으로 메시지에 연결된 일부 기능을 지정합니다. 몇 가지 유효한 라우팅 키 예: "stock.usd.nyse", "nyse.vmw", "quick.orange.rabbit". 라우팅 키에는 최대 255 바이트까지 원하는 만큼 많은 단어가 포함될 수 있습니다.

바인딩 키도 동일한 형식이어야 합니다. topic 교환의 논리는 direct 논리와 유사합니다. 특정 라우팅 키로 전송 된 메시지는 일치하는 바인딩 키로 바인딩 된 모든 큐로 전달됩니다. 그러나 키 바인딩에는 두 가지 중요한 특수한 경우가 있습니다.

* \* (별표)는 정확히 한 단어를 대체 할 수 있습니다.
* # (해시)는 0개 이상의 단어를 대체 할 수 있습니다.
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이 예에서 우리는 모두 동물을 설명하는 메시지를 보낼 것입니다. 메시지는 세 단어 (두 개의 점)로 구성된 라우팅 키와 함께 전송됩니다. 라우팅 키의 첫 번째 단어는 속도, 두 번째는 색상, 세 번째 단어는 “<speed>.<colour>.<species>"입니다.

세 가지 바인딩을 만들었습니다. Q1은 바인딩 키 "\*.orange.\*"로 바인딩되고 Q2는 "\*.\*.rabbit"및 "lazy.#"로 바인딩됩니다.

이러한 바인딩은 다음과 같이 요약 할 수 있습니다.

* Q1은 모든 주황색 동물에 관심이 있습니다.
* Q2는 토끼에 대한 모든 것, 게으른 동물에 대한 모든 것을 듣고 싶습니다.

라우팅 키가 "quick.orange.rabbit"로 설정된 메시지가 두 대기열에 모두 전달됩니다. "lazy.orange.elephant"메시지도 둘 다에 전달됩니다. 반면에 "quick.orange.fox"는 첫 번째 대기열로만 이동하고 "lazy.brown.fox"는 두 번째 대기열로만 이동합니다. "lazy.pink.rabbit"는 두 개의 바인딩과 일치하더라도 두 번째 큐에 한 번만 전달됩니다. "quick.brown.fox"는 바인딩과 일치하지 않으므로 폐기됩니다.

계약을 어 기고 "orange"또는 "quick.orange.male.rabbit"과 같이 1 ~ 4 개의 단어로 메시지를 보내면 어떻게 되나요? 이 메시지는 어떤 바인딩과도 일치하지 않으며 손실됩니다.

반면에 "lazy.orange.male.rabbit"은 4 개의 단어가 있어도 마지막 바인딩과 일치하고 두 번째 대기열로 전달됩니다.

## Putting it all together

#### Topic exchange

주제 교환은 강력하며 다른 교환과 같이 작동 할 수 있습니다.

큐가 "#"(해시) 바인딩 키로 바인딩되면 fanout 교환에서와 같이 라우팅 키에 관계없이 모든 메시지를 수신합니다.

특수 문자 "\*"(별표) 및 "#"(해시)가 바인딩에 사용되지 않으면 토픽 교환이 직접 교환처럼 작동합니다.

로깅 시스템에서 topic 교환을 사용할 것입니다.

로그의 라우팅 키에 " <facility>.<severity>"라는 두 단어가 있다는 가정부터 시작하겠습니다.

코드는 이전 튜토리얼([previous tutorial](https://www.rabbitmq.com/tutorials/tutorial-four-dotnet.html))과 거의 동일합니다.

EmitLogTopic.cs의 코드:

using System;

using System.Linq;

using RabbitMQ.Client;

using System.Text;

class EmitLogTopic

{

public static void Main(string[] args)

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.ExchangeDeclare(exchange: "topic\_logs",

type: "topic");

var routingKey = (args.Length > 0) ? args[0] : "anonymous.info";

var message = (args.Length > 1)

? string.Join(" ", args.Skip( 1 ).ToArray())

: "Hello World!";

var body = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "topic\_logs",

routingKey: routingKey,

basicProperties: null,

body: body);

Console.WriteLine(" [x] Sent '{0}':'{1}'", routingKey, message);

}

}

}

ReceiveLogsTopic.cs의 코드:

using System;

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System.Text;

class ReceiveLogsTopic

{

public static void Main(string[] args)

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using(var connection = factory.CreateConnection())

using(var channel = connection.CreateModel())

{

channel.ExchangeDeclare(exchange: "topic\_logs", type: "topic");

var queueName = channel.QueueDeclare().QueueName;

if(args.Length < 1)

{

Console.Error.WriteLine("Usage: {0} [binding\_key...]",

Environment.GetCommandLineArgs()[0]);

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

Environment.ExitCode = 1;

return;

}

foreach(var bindingKey in args)

{

channel.QueueBind(queue: queueName,

exchange: "topic\_logs",

routingKey: bindingKey);

}

Console.WriteLine(" [\*] Waiting for messages. To exit press CTRL+C");

var consumer = new EventingBasicConsumer(channel);

consumer.Received += (model, ea) =>

{

var body = ea.Body.ToArray();

var message = Encoding.UTF8.GetString(body);

var routingKey = ea.RoutingKey;

Console.WriteLine(" [x] Received '{0}':'{1}'",

routingKey,

message);

};

channel.BasicConsume(queue: queueName,

autoAck: true,

consumer: consumer);

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

}

다음 예제를 실행하십시오.

모든 로그를 수신하려면:

cd ReceiveLogsTopic

dotnet run "#"

*:'Run. Run. Or it will explode.'*

기능 "kern"에서 모든 로그를 수신하려면:

cd ReceiveLogsTopic

dotnet run "kern.\*"

또는 "critical"로그에 대해서만 듣고 싶은 경우:

cd ReceiveLogsTopic

dotnet run "\*.critical"

여러 바인딩을 만들 수 있습니다.

cd ReceiveLogsTopic

dotnet run "kern.\*" "\*.critical"

라우팅 키가 "kern.critical"인 로그를 내보내려면 다음을 입력하십시오.

cd EmitLogTopic

dotnet run "kern.critical" "A critical kernel error"

이 프로그램을 재미있게 즐기십시오. 코드는 라우팅 또는 바인딩 키에 대해 어떠한 가정도 하지 않으므로 두 개 이상의 라우팅 키 매개 변수를 사용하여 플레이 할 수 있습니다.

([EmitLogTopic.cs](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/EmitLogTopic/EmitLogTopic.cs) 및 [ReceiveLogsTopic.cs](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/ReceiveLogsTopic/ReceiveLogsTopic.cs)의 전체 소스 코드)

다음으로 튜토리얼 6([tutorial 6](https://www.rabbitmq.com/tutorials/tutorial-six-dotnet.html))에서 원격 프로 시저 호출로 왕복 메시지를 수행하는 방법을 알아 봅니다.

## [RPC](https://www.rabbitmq.com/tutorials/tutorial-six-python.html)
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## Remote procedure call (RPC)

### (using the .NET client)

두 번째 자습서([second tutorial](https://www.rabbitmq.com/tutorials/tutorial-two-dotnet.html))에서는 작업 대기열을 사용하여 여러 작업자에게 시간이 많이 걸리는 작업을 배포하는 방법을 배웠습니다.

**전제 조건**

이 가이드에서는 RabbitMQ가 [표준 포트](https://www.rabbitmq.com/networking.html#ports) (5672)의 localhost에 [설치](https://www.rabbitmq.com/download.html)되어 실행되고 있다고 가정합니다. 다른 호스트, 포트 또는 자격 증명을 사용하는 경우 연결 설정을 조정해야 합니다.

**도움을 받을 수 있는 곳**

이 튜토리얼을 진행하는 데 문제가 있는 경우 [메일링 리스트](https://groups.google.com/forum/#!forum/rabbitmq-users) 또는 [RabbitMQ 커뮤니티 Slack](https://rabbitmq-slack.herokuapp.com/)을 통해 문의 할 수 있습니다.

하지만 원격 컴퓨터에서 기능을 실행하고 결과를 기다려야한다면 어떨까요? 음, 그것은 다른 이야기입니다. 이 패턴은 일반적으로 원격 프로시저 호출 또는 RPC로 알려져 있습니다.

이 튜토리얼에서는 RabbitMQ를 사용하여 RPC 시스템, 즉 클라이언트 및 확장 가능한 RPC 서버를 구축 할 것입니다. 배포 할 가치가 있는 시간 소모적 인 작업이 없으므로 피보나치 수를 반환하는 더미 RPC 서비스를 만들 것입니다.

### Client interface

RPC 서비스를 사용하는 방법을 설명하기 위해 간단한 클라이언트 클래스를 만들 것입니다. RPC 요청을 보내고 응답을 받을 때까지 차단하는 Call이라는 메서드를 노출합니다:

var rpcClient = new RPCClient();

Console.WriteLine(" [x] Requesting fib(30)");

var response = rpcClient.Call("30");

Console.WriteLine(" [.] Got '{0}'", response);

rpcClient.Close();

#### A note on RPC

RPC는 컴퓨팅에서 매우 일반적인 패턴이지만 종종 비판을 받습니다. 프로그래머가 함수 호출이 로컬인지 또는 느린 RPC인지 알지 못할 때 문제가 발생합니다. 이와 같은 혼동은 예측할 수 없는 시스템을 초래하고 디버깅에 불필요한 복잡성을 추가합니다. 소프트웨어를 단순화하는 대신 RPC를 잘못 사용하면 유지 관리 할 수 없는 스파게티 코드가 발생할 수 있습니다.

이를 염두에 두고 다음 조언을 고려하십시오.

* 어떤 함수 호출이 로컬이고 어떤 것이 원격인지 분명해야 합니다.
* 시스템을 문서화하십시오. 구성 요소 간의 종속성을 명확히 합니다.
* 오류 사례를 처리합니다. RPC 서버가 오랫동안 다운되었을 때 클라이언트는 어떻게 반응해야 합니까?

의심스러운 경우 RPC를 피하십시오. 가능하다면 비동기 파이프 라인을 사용해야합니다. RPC와 같은 차단 대신 결과가 비동기 적으로 다음 계산 단계로 푸시 됩니다.

### Callback queue

일반적으로 RabbitMQ를 통해 RPC를 수행하는 것은 쉽습니다. 클라이언트는 요청 메시지를 보내고 서버는 응답 메시지로 응답합니다. 응답을 받으려면 요청과 함께 '콜백' 대기열 주소를 보내야합니다.

#### Message properties

AMQP 0-9-1 프로토콜은 메시지와 함께 제공되는 14 개의 속성 집합을 미리 정의합니다. 다음을 제외하고 대부분의 속성은 거의 사용되지 않습니다.

* Persistent: 메시지를 지속적 (값 2) 또는 일시적 (기타 값)으로 표시합니다. [두 번째 튜토리얼](https://www.rabbitmq.com/tutorials/tutorial-two-dotnet.html)을 살펴보십시오.
* DeliveryMode: 프로토콜에 익숙한 사용자는 Persistent 대신이 속성을 사용하도록 선택할 수 있습니다. 그들은 같은 것을 제어합니다.
* ContentType: 인코딩의 MIME 유형을 설명하는 데 사용됩니다. 예를 들어 자주 사용되는 JSON 인코딩의 경우이 속성을 application/json으로 설정하는 것이 좋습니다.
* ReplyTo: 일반적으로 콜백 대기열의 이름을 지정하는 데 사용됩니다.
* CorrelationId: RPC 응답을 요청과 연관시키는 데 유용합니다.

var props = channel.CreateBasicProperties();

props.ReplyTo = replyQueueName;

var messageBytes = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(exchange: "",

routingKey: "rpc\_queue",

basicProperties: props,

body: messageBytes);

*// ... then code to read a response message from the callback\_queue ...*

### Correlation Id

위에 제시된 방법에서는 모든 RPC 요청에 대해 콜백 대기열을 만드는 것이 좋습니다. 이는 매우 비효율적이지만 다행히 더 나은 방법이 있습니다. 클라이언트 당 단일 콜백 대기열을 생성 해 보겠습니다.

그 큐에서 응답을 받았기 때문에 응답이 어떤 요청에 속하는지 명확하지 않은 새로운 문제가 발생합니다. 이때 CorrelationId 속성이 사용됩니다. 모든 요청에 대해 고유 한 값으로 설정합니다. 나중에 콜백 큐에서 메시지를 받으면 이 속성을 살펴보고 이를 기반으로 응답을 요청과 일치시킬 수 있습니다. 알 수 없는 CorrelationId 값이 표시되면 메시지를 안전하게 삭제할 수 있습니다. 이는 요청에 속하지 않습니다.

오류로 인해 실패하는 대신 콜백 대기열에서 알 수 없는 메시지를 무시해야하는 이유는 무엇입니까? 이는 서버 측의 경쟁 조건 가능성 때문입니다. 가능성은 낮지 만 RPC 서버가 응답을 보낸 직후 요청에 대한 승인 메시지를 보내기 전에 죽을 가능성이 있습니다. 이 경우 다시 시작된 RPC 서버가 요청을 다시 처리합니다. 그렇기 때문에 클라이언트에서 중복 응답을 우아하게 처리해야하며 RPC는 이상적으로는 멱 등성이 있어야합니다.

### https://www.rabbitmq.com/img/tutorials/python-six.pngSummary

RPC는 다음과 같이 작동합니다.

* 클라이언트가 시작되면 익명의 배타적 콜백 대기열이 생성됩니다.
* RPC 요청의 경우 클라이언트는 콜백 대기열에 설정된 ReplyTo와 모든 요청에 대해 고유 한 값으로 설정된 CorrelationId의 두 가지 속성이 있는 메시지를 보냅니다.
* 요청은 rpc\_queue 대기열로 전송됩니다.
* RPC 작업자 (일명: 서버)는 해당 큐에서 요청을 기다리고 있습니다. 요청이 나타나면 작업을 수행하고 ReplyTo 속성의 큐를 사용하여 결과가 포함 된 메시지를 클라이언트에 다시 보냅니다.
* 클라이언트는 콜백 대기열에서 데이터를 기다립니다. 메시지가 나타나면 CorrelationId 속성을 확인합니다. 요청의 값과 일치하면 응용 프로그램에 대한 응답을 반환합니다.

## Putting it all together

피보나치 작업:

private static int fib(int n)

{

if (n == 0 || n == 1) return n;

return fib(n - 1) + fib(n - 2);

}

피보나치 함수를 선언합니다. 유효한 양의 정수 입력 만 가정합니다. (이것이 큰 숫자에 대해 작동 할 것이라고 기대하지 마십시오. 아마도 가능한 가장 느린 재귀 구현 일 것입니다).

RPC 서버 [RPCServer.cs](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/RPCServer/RPCServer.cs)의 코드는 다음과 같습니다:

using System;

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

using System.Text;

class RPCServer

{

public static void Main()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

using (var connection = factory.CreateConnection())

using (var channel = connection.CreateModel())

{

channel.QueueDeclare(queue: "rpc\_queue", durable: false,

exclusive: false, autoDelete: false, arguments: null);

channel.BasicQos(0, 1, false);

var consumer = new EventingBasicConsumer(channel);

channel.BasicConsume(queue: "rpc\_queue",

autoAck: false, consumer: consumer);

Console.WriteLine(" [x] Awaiting RPC requests");

consumer.Received += (model, ea) =>

{

string response = null;

var body = ea.Body.ToArray();

var props = ea.BasicProperties;

var replyProps = channel.CreateBasicProperties();

replyProps.CorrelationId = props.CorrelationId;

try

{

var message = Encoding.UTF8.GetString(body);

int n = int.Parse(message);

Console.WriteLine(" [.] fib({0})", message);

response = fib(n).ToString();

}

catch (Exception e)

{

Console.WriteLine(" [.] " + e.Message);

response = "";

}

서버 코드는 다소 간단합니다.

finally

{

var responseBytes = Encoding.UTF8.GetBytes(response);

channel.BasicPublish(exchange: "", routingKey: props.ReplyTo,

basicProperties: replyProps, body: responseBytes);

channel.BasicAck(deliveryTag: ea.DeliveryTag,

multiple: false);

}

};

Console.WriteLine(" Press [enter] to exit.");

Console.ReadLine();

}

}

*///*

*/// Assumes only valid positive integer input.*

*/// Don't expect this one to work for big numbers, and it's*

*/// probably the slowest recursive implementation possible.*

*///*

private static int fib(int n)

{

if (n == 0 || n == 1)

{

return n;

}

return fib(n - 1) + fib(n - 2);

}

}

* 평소와 같이 연결, 채널을 설정하고 대기열을 선언하는 것으로 시작합니다.
* 둘 이상의 서버 프로세스를 실행할 수 있습니다. 부하를 여러 서버에 균등하게 분산하려면 channel.BasicQos에서 prefetchCount 설정을 설정해야 합니다.
* BasicConsume을 사용하여 큐에 액세스합니다. 그런 다음 작업을 수행하고 응답을 다시 보내는 전달 핸들러를 등록합니다.

RPC 클라이언트 [RPCClient.cs](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/RPCClient/RPCClient.cs)의 코드:

using System;

using System.Collections.Concurrent;

using System.Text;

using RabbitMQ.Client;

using RabbitMQ.Client.Events;

public class RpcClient

{

private readonly IConnection connection;

private readonly IModel channel;

private readonly string replyQueueName;

private readonly EventingBasicConsumer consumer;

private readonly BlockingCollection<string> respQueue = new BlockingCollection<string>();

private readonly IBasicProperties props;

public RpcClient()

{

var factory = new ConnectionFactory() { HostName = "localhost" };

connection = factory.CreateConnection();

channel = connection.CreateModel();

replyQueueName = channel.QueueDeclare().QueueName;

consumer = new EventingBasicConsumer(channel);

props = channel.CreateBasicProperties();

var correlationId = Guid.NewGuid().ToString();

props.CorrelationId = correlationId;

props.ReplyTo = replyQueueName;

consumer.Received += (model, ea) =>

{

var body = ea.Body.ToArray();

var response = Encoding.UTF8.GetString(body);

if (ea.BasicProperties.CorrelationId == correlationId)

{

respQueue.Add(response);

}

};

}

public string Call(string message)

{

var messageBytes = Encoding.UTF8.GetBytes(message);

channel.BasicPublish(

exchange: "",

routingKey: "rpc\_queue",

basicProperties: props,

body: messageBytes);

channel.BasicConsume(

consumer: consumer,

queue: replyQueueName,

autoAck: true);

return respQueue.Take();

클라이언트 코드는 약간 더 복잡합니다.

}

public void Close()

{

connection.Close();

}

}

public class Rpc

{

public static void Main()

{

var rpcClient = new RpcClient();

Console.WriteLine(" [x] Requesting fib(30)");

var response = rpcClient.Call("30");

Console.WriteLine(" [.] Got '{0}'", response);

rpcClient.Close();

}

}

* 우리는 연결과 채널을 설정하고 응답을 위한 독점적 인 '콜백'큐를 선언합니다.
* 우리는 RPC 응답을 받을 수 있도록 '콜백'큐를 구독합니다.
* Call 메서드는 실제 RPC 요청을합니다.
* 여기에서 먼저 고유 한 CorrelationId 번호를 생성하고이를 저장하여 도착 시 적절한 응답을 식별합니다.
* 다음으로, 두 가지 속성 인 ReplyTo 및 CorrelationId와 함께 요청 메시지를 게시합니다.
* 이 시점에서 우리는 적절한 응답이 도착할 때까지 앉아서 기다릴 수 있습니다.
* 모든 응답 메시지에 대해 클라이언트는 CorrelationId가 우리가 찾고있는 것인지 확인합니다. 그렇다면 응답을 저장합니다.
* 마지막으로 응답을 사용자에게 반환합니다.

클라이언트 요청하기:

var rpcClient = new RPCClient();

Console.WriteLine(" [x] Requesting fib(30)");

var response = rpcClient.Call("30");

Console.WriteLine(" [.] Got '{0}'", response);

rpcClient.Close();

이제 [RPCClient.cs](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/RPCClient/RPCClient.cs) 및 [RPCServer.cs](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/RPCServer/RPCServer.cs)에 대한 전체 예제 소스 코드 (기본 예외 처리 포함)를 살펴볼 좋은 시간입니다.

평소대로 설정합니다 ([tutorial one](https://www.rabbitmq.com/tutorials/tutorial-one-dotnet.html) 참조).

이제 RPC 서비스가 준비되었습니다. 서버를 시작할 수 있습니다.

cd RPCServer

dotnet run

*# => [x] Awaiting RPC requests*

피보나치 번호를 요청하려면 클라이언트를 실행하십시오.

cd RPCClient

dotnet run

*# => [x] Requesting fib(30)*

여기에 제시된 디자인은 RPC 서비스를 구현할 수 있는 유일한 방법은 아니지만 몇 가지 중요한 이점이 있습니다.

* RPC 서버가 너무 느린 경우 다른 서버를 실행하여 확장 할 수 있습니다. 새 콘솔에서 두 번째 RPCServer를 실행 해보십시오.
* 클라이언트 측에서 RPC는 하나의 메시지 만 보내고 받아야합니다. QueueDeclare와 같은 동기 호출이 필요하지 않습니다. 결과적으로 RPC 클라이언트는 단일 RPC 요청에 대해 하나의 네트워크 왕복 만 필요합니다.

우리의 코드는 여전히 매우 단순하며 다음과 같이 더 복잡하지만 중요한 문제를 해결하려고 하지 않습니다.

* 실행중인 서버가 없는 경우 클라이언트는 어떻게 반응해야 합니까?
* 클라이언트에 RPC에 대한 일종의 시간 제한이 있어야합니까?
* 서버가 오작동하고 예외가 발생하면 클라이언트로 전달해야 합니까?
* 처리하기 전에 유효하지 않은 수신 메시지 (예: 경계, 유형 확인)로부터 보호합니다.

실험하고 싶다면 대기열을 보는 데 [유용한 관리 UI](https://www.rabbitmq.com/management.html)를 찾을 수 있습니다.

## [Publisher Confirms](https://www.rabbitmq.com/tutorials/tutorial-seven-java.html)

게시자 확인을 통한 안정적인 게시

## Publisher Confirms

게시자 확인([Publisher confirms](https://www.rabbitmq.com/confirms.html#publisher-confirms))은 안정적인 게시를 구현하기 위한 RabbitMQ 확장이다. 게시자 확인이 채널에서 활성화되면 클라이언트가 게시하는 메시지는 브로커에 의해 비동기 적으로 확인됩니다. 즉, 서버 측에서 처리되었습니다.

**전제 조건**

이 가이드에서는 RabbitMQ가 [표준 포트](https://www.rabbitmq.com/networking.html#ports) (5672)의 localhost에 [설치](https://www.rabbitmq.com/download.html)되어 실행되고 있다고 가정합니다. 다른 호스트, 포트 또는 자격 증명을 사용하는 경우 연결 설정을 조정해야 합니다.

**도움을 받을 수 있는 곳**

이 튜토리얼을 진행하는 데 문제가 있는 경우 [메일링 리스트](https://groups.google.com/forum/#!forum/rabbitmq-users) 또는 [RabbitMQ 커뮤니티 Slack](https://rabbitmq-slack.herokuapp.com/)을 통해 문의 할 수 있습니다.

### (using the .NET client)

### Overview

이 튜토리얼에서는 발행인 확인을 사용하여 발행 된 메시지가 브로커에 안전하게 도달했는지 확인합니다. 게시자 확인을 사용하는 몇 가지 전략을 다루고 장단점을 설명합니다.

### Enabling Publisher Confirms on a Channel

게시자 확인은 AMQP 0.9.1 프로토콜에 대한 RabbitMQ 확장이므로 기본적으로 활성화되어 있지 않습니다. 게시자 확인은 ConfirmSelect 메서드를 사용하여 채널 수준에서 활성화됩니다.

var channel = connection.CreateModel();

channel.ConfirmSelect();

이 메소드는 게시자 확인을 사용하려는 모든 채널에서 호출되어야 합니다. 확인은 게시 된 모든 메시지가 아닌 한 번만 활성화해야 합니다.

### Strategy #1: Publishing Messages Individually

확인을 사용하여 게시하는 가장 간단한 방법, 즉 메시지를 게시하고 확인을 동 기적으로 대기하는 것부터 시작하겠습니다.

while (ThereAreMessagesToPublish())

{

byte[] body = ...;

BasicProperties properties = ...;

channel.BasicPublish(exchange, queue, properties, body);

*// uses a 5 second timeout*

channel.WaitForConfirmsOrDie(new TimeSpan(0, 0, 5));

}

이전 예에서는 평소와 같이 메시지를 게시하고 Channel#WaitForConfirmsOrDie(TimeSpan) 메서드로 확인을 기다립니다. 이 메서드는 메시지가 확인되는 즉시 반환됩니다. 시간 초과 내에 메시지가 확인되지 않거나 메시지가 확인되지 않은 경우 (브로커가 어떤 이유로 메시지를 처리 할 수 없음을 의미) 메서드는 예외를 throw합니다. 예외 처리는 일반적으로 오류 메시지 로깅 및 / 또는 메시지 전송 재시 도로 구성됩니다.

클라이언트 라이브러리마다 게시자 확인을 동기식으로 처리하는 방법이 다르므로 사용중인 클라이언트의 문서를 주의 깊게 읽어야합니다.

이 기술은 매우 간단하지만 중요한 단점도 있습니다. 메시지 확인이 모든 후속 메시지의 게시를 차단하므로 **게시 속도가 크게 느려**집니다. 이 접근 방식은 초당 수백 개의 게시 된 메시지 처리량을 제공하지 않습니다. 그럼에도 불구하고 이것은 일부 응용 프로그램에 충분할 수 있습니다.

#### Are Publisher Confirms Asynchronous?

처음에 브로커가 게시 된 메시지를 비동기 적으로 확인한다고 언급했지만 첫 번째 예제에서는 메시지가 확인 될 때까지 코드가 동 기적으로 대기합니다. 클라이언트는 실제로 비동기 적으로 확인을 수신하고 그에 따라 WaitForConfirmsOrDie에 대한 호출을 차단 해제합니다. WaitForConfirmsOrDie를 내부적으로 비동기 알림에 의존하는 동기식 도우미로 생각하십시오.

### Strategy #2: Publishing Messages in Batches

이전 예제를 개선하기 위해 메시지 배치를 게시하고 전체 배치가 확인 될 때까지 기다릴 수 있습니다. 다음 예에서는 배치 100을 사용합니다.

var batchSize = 100;

var outstandingMessageCount = 0;

while (ThereAreMessagesToPublish())

{

byte[] body = ...;

BasicProperties properties = ...;

channel.BasicPublish(exchange, queue, properties, body);

outstandingMessageCount++;

if (outstandingMessageCount == batchSize)

{

channel.WaitForConfirmsOrDie(new TimeSpan(0, 0, 5));

outstandingMessageCount = 0;

}

}

if (outstandingMessageCount > 0)

{

channel.WaitForConfirmsOrDie(new TimeSpan(0, 0, 5));

}

일련의 메시지가 확인 될 때까지 기다리면 개별 메시지에 대한 확인을 기다리는 것보다 처리량이 크게 향상됩니다 (원격 RabbitMQ 노드의 경우 최대 20-30 회). 한 가지 단점은 실패 시 무엇이 잘못되었는지 정확히 알지 못하므로 의미 있는 것을 기록하거나 메시지를 다시 게시하기 위해 전체 배치를 메모리에 보관해야 할 수 있다는 것입니다. 이 솔루션은 여전히 동기식이므로 메시지 게시를 차단합니다.

### Strategy #3: Handling Publisher Confirms Asynchronously

브로커는 게시 된 메시지를 비동기 적으로 확인합니다. 이러한 확인에 대한 알림을 받으려면 클라이언트에 콜백을 등록하기 만하면 됩니다.

var channel = connection.CreateModel();

channel.ConfirmSelect();

channel.BasicAcks += (sender, ea) =>

{

*// code when message is confirmed*

};

channel.BasicNacks += (sender, ea) =>

{

*//code when message is nack-ed*

};

두 개의 콜백이 있습니다. 하나는 확인 된 메시지 용이고 다른 하나는 nack-ed 메시지 (브로커가 손실 된 것으로 간주 할 수 있는 메시지) 용입니다. 두 콜백에는 다음을 포함하는 해당 EventArgs 매개 변수 (ea)가 있습니다.

* 배달 태그: 확인되거나 확인 된 메시지를 식별하는 시퀀스 번호. 이를 게시 된 메시지와 연관시키는 방법을 곧 살펴 보겠습니다.
* 배수: 부울 값입니다. 거짓이면 하나의 메시지 만 확인 / 확인되고 참이면 시퀀스 번호가 더 낮거나 같은 모든 메시지가 확인 / 확인됩니다.

게시하기 전에 Channel#NextPublishSeqNo를 사용하여 시퀀스 번호를 얻을 수 있습니다.

var sequenceNumber = channel.NextPublishSeqNo;

channel.BasicPublish(exchange, queue, properties, body);

메시지를 시퀀스 번호와 연관시키는 간단한 방법은 사전을 사용하는 것입니다. 문자열이 게시를 위해 바이트 배열로 변환하기 쉽기 때문에 문자열을 게시하려고 한다고 가정 해 보겠습니다. 다음은 사전을 사용하여 게시 시퀀스 번호를 메시지의 문자열 본문과 연관시키는 코드 샘플입니다.

var outstandingConfirms = new ConcurrentDictionary<ulong, string>();

*// ... code for confirm callbacks will come later*

var body = "...";

outstandingConfirms.TryAdd(channel.NextPublishSeqNo, body);

channel.BasicPublish(exchange, queue, properties, Encoding.UTF8.GetBytes(body));

이제 게시 코드는 사전을 사용하여 아웃 바운드 메시지를 추적합니다. 확인이 도착하면 이 딕셔너리를 정리하고 메시지가 nack-ed 될 때 경고를 기록하는 것과 같은 작업을 수행해야합니다.

이전 샘플에는 확인이 도착하면 사전을 정리하는 콜백이 포함되어 있습니다. 이 콜백은 단일 및 다중 확인을 모두 처리합니다. 이 콜백은 확인이 도착할 때 사용됩니다 (Channel#BasicAcks). nack-ed 메시지에 대한 콜백은 메시지 본문을 검색하고 경고를 발행합니다. 그런 다음 이전 콜백을 다시 사용하여 미결 확인 사전을 정리합니다 (메시지가 확인되었는지 여부에 관계없이 사전에서 해당 항목을 제거해야 함).

var outstandingConfirms = new ConcurrentDictionary<ulong, string>();

void cleanOutstandingConfirms(ulong sequenceNumber, bool multiple)

{

if (multiple)

{

var confirmed = outstandingConfirms.Where(k => k.Key <= sequenceNumber);

foreach (var entry in confirmed)

{

outstandingConfirms.TryRemove(entry.Key, out \_);

}

}

else

{

outstandingConfirms.TryRemove(sequenceNumber, out \_);

}

}

channel.BasicAcks += (sender, ea) => cleanOutstandingConfirms(ea.DeliveryTag, ea.Multiple);

channel.BasicNacks += (sender, ea) =>

{

outstandingConfirms.TryGetValue(ea.DeliveryTag, out string body);

Console.WriteLine($"Message with body {body} has been nack-ed. Sequence number: {ea.DeliveryTag}, multiple: {ea.Multiple}");

cleanOutstandingConfirms(ea.DeliveryTag, ea.Multiple);

};

*// ... publishing code*

#### How to Track Outstanding Confirms?

샘플은 ConcurrentDictionary를 사용하여 미결 확인을 추적합니다. 이 데이터 구조는 여러 가지 이유로 편리합니다. 시퀀스 번호를 메시지와 쉽게 연관시킬 수 있고 (메시지 데이터가 무엇이든) 주어진 시퀀스 ID까지 항목을 쉽게 정리할 수 있습니다 (여러 confirms/nacks를 처리하기 위해). 마지막으로 동시 액세스를 지원합니다. 확인 콜백이 클라이언트 라이브러리가 소유 한 스레드에서 호출되므로 게시 스레드와 다르게 유지되어야 합니다.

간단한 동시 해시 테이블 및 변수를 사용하여 게시 시퀀스의 하한을 추적하는 것과 같이 정교한 사전 구현을 사용하는 것보다 미결 확인을 추적하는 다른 방법이 있지만 일반적으로 더 복잡하고 자습서에 속하지 않습니다.

요약하자면 게시자 확인을 비동기식으로 처리하려면 일반적으로 다음 단계가 필요합니다.

* 게시 순서 번호를 메시지와 연관시키는 방법을 제공합니다.
* 게시자 acks/nacks가 도착하면 알림을 받을 채널에 확인 리스너를 등록하여 nack-ed 메시지를 기록하거나 다시 게시하는 것과 같은 적절한 작업을 수행합니다. 시퀀스 번호와 메시지 간의 상관 관계 메커니즘은이 단계 동안 일부 정리가 필요할 수도 있습니다.
* 메시지를 게시하기 전에 게시 순서 번호를 추적하십시오.

#### Re-publishing nack-ed Messages?

해당 콜백에서 nack-ed 메시지를 다시 게시하고 싶을 수 있지만 채널이 작업을 수행하지 않아야하는 I/O 스레드에서 확인 콜백이 발송되므로 피해야합니다. 더 나은 솔루션은 게시 스레드에 의해 폴링되는 메모리 내 대기열에 메시지를 넣는 것입니다. ConcurrentQueue와 같은 클래스는 확인 콜백과 게시 스레드간에 메시지를 전송하기에 좋은 후보입니다.

### Summary

게시 된 메시지가 브로커에 전송되었는지 확인하는 것은 일부 애플리케이션에서 필수적 일 수 있습니다. 게시자는 이 요구 사항을 충족하는 데 도움이 되는 RabbitMQ 기능을 확인합니다. 게시자 확인은 본질적으로 비동기 적이지만 동 기적으로 처리 할 수도 있습니다. 게시자 확인을 구현하는 확실한 방법은 없습니다. 이는 일반적으로 애플리케이션과 전체 시스템의 제약으로 귀결됩니다. 일반적인 기술은 다음과 같습니다.

* 메시지를 개별적으로 게시하고 동시에 확인을 기다립니다. 단순하지만 매우 제한된 처리량.
* 일괄 적으로 메시지를 게시하고 일괄 확인을 위해 동 기적으로 대기: 간단하고 합리적인 처리량이지만 문제가 발생했을 때 추론하기 어렵습니다.
* 비동기 처리: 최상의 성능 및 리소스 사용, 오류 발생시 좋은 제어, 하지만 올바르게 구현하는 데 관여 할 수 있습니다.

## Putting It All Together

[PublisherConfirms.cs](https://github.com/rabbitmq/rabbitmq-tutorials/blob/master/dotnet/PublisherConfirms/PublisherConfirms.cs) 클래스에는 우리가 다룬 기술에 대한 코드가 포함되어 있습니다. 컴파일하고있는 그대로 실행하고 각각의 성능을 확인할 수 있습니다.

dotnet run

출력은 다음과 같습니다.

Published 50,000 messages individually in 5,549 ms

Published 50,000 messages in batch in 2,331 ms

Published 50,000 messages and handled confirms asynchronously in 4,054 ms

클라이언트와 서버가 동일한 시스템에 있는 경우 컴퓨터의 출력은 유사하게 표시됩니다. 메시지를 개별적으로 게시하면 예상대로 성능이 좋지 않지만 비동기 처리 결과는 일괄 게시에 비해 약간 실망스럽습니다.

게시자 확인은 네트워크에 매우 의존적이므로 클라이언트와 서버가 일반적으로 프로덕션에서 동일한 시스템에 있지 않기 때문에 더 현실적인 원격 노드로 시도하는 것이 좋습니다. PublisherConfirms.cs는 로컬이 아닌 노드를 사용하도록 쉽게 변경할 수 있습니다.

private static IConnection CreateConnection()

{

var factory = new ConnectionFactory { HostName = "remote-host", UserName = "remote-host", Password = "remote-password" };

return factory.CreateConnection();

}

클래스를 다시 컴파일하고 다시 실행 한 다음 결과를 기다립니다.

Published 50,000 messages individually in 231,541 ms

Published 50,000 messages in batch in 7,232 ms

Published 50,000 messages and handled confirms asynchronously in 6,332 ms

이제 개별 게시가 끔찍하게 수행되는 것을 볼 수 있습니다. 그러나 클라이언트와 서버 간의 네트워크를 사용하면 이제 일괄 게시와 비동기 처리가 비슷하게 수행되고 게시자 확인의 비동기 처리에 대한 작은 이점이 있습니다.

일괄 게시는 구현하기 쉽지만 부정적인 게시자 승인의 경우 브로커에 전달할 수 없는 메시지를 쉽게 알 수 없습니다. 게시자를 비동기식으로 처리하는 것이 구현에 더 많이 관련되어 있음을 확인하지만 게시 된 메시지가 잠길 때 수행 할 작업에 대해 더 나은 세분성과 더 나은 제어를 제공합니다.